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**Credit Task 6.3 Version Control**

Version Control:

Version control system helps a software team to handle the changes that have been made on to the source code over time. It helps to keep an eye on changes that have been made to the source code in a special database storage. If an error has been made by one of the members in a software team, they can retrieve an older version of the source code and this can help to identify and fix the errors without causing a huge disturbance to the progress of the other software team members. There are several kinds of version control systems available in the market but the ones that I am going to talk about is the centralized and distributed version.

CVS or also known as Centralized Version Control System is where the single master copy of a project or a source code is stored in a central server and all version history or changes that has been made on a project or source code is also stored in the central server. This means that all developers must push their changes to the central server and other developers working on the same project can see the changes that has been made once it is committed. CVS only allows one developer to edit or make changes to the project at a time and once the developer is done editing and commits the changes to the central server, CVS then allows other developer to edit the project. One of the disadvantages of CVS is if the central server is down, developers won’t be able to save their changes to the central server.

DVCS or also known as Distributed Version Control System on the other hand does not rely on a central server. Instead, it allows the developers to clone or copy the repository and this means that the developers will have the entire history of a project on their local computer. Developers will then be allowed to make changes on the project without being locked out by the central server unlike in CVS only one developer is only allowed to make changes at a time. Once the developers are satisfied with the changes that they have made, they will have to ask the developer or person that created the master copy to push the changes that they have made into the master copy as the owner is the only one with the power to do so. One of the disadvantages of DVCS is that when developers work on the same project at the same time, merge conflicts tends to happen.

How does Version Control work?

Version control systems uses a database of changes called repository and a working copy of where a developer is doing their work. On the repository, version control system usually stores the information of all the edits that a developer has made on their projects and historical/older version of the developer’s projects.

A working copy is also known as the private or individual duplicate of all the files in a developer’s project that is usually located on the developer’s local computer. The developer can make changes to their working copy without having the fear of disrupting the progress of the other members in the software team and once they are done with the editing or changes made to the project, the developer can commit these changes to the repository. Once a commit is pushed, the other team members can update their own working copy from the repository and see the changes that has been made by a developer of the software team.

Version control system also allows different members in a software team to work simultaneously on the same project but if two or more team members pushed their changes on the same line in the same file of the same project at the same time, a conflict occurs, and this is called a merge conflict.

To avoid or resolve merge conflicts, sharing changes that has been made frequently is one of the ways to do it. Once you are done editing or making changes to the project and have committed the changes, share it with your software team members as soon as possible. Your team members can then update their working copy with the changes you have made it in and this helps to avoid conflicts and manual intervention needed to undo the merge conflict. Another method to prevent merge conflicts is splitting different tasks to different team members. This means two or more developers cannot make changes to the same line of codes because they have different tasks assigned to them. This helps to avoid merge conflict and at the same time increase the quality of code written. The last method to avoid merge conflicts is keep the changes you have made small and frequently commit them to the repository. This helps to lessen the chances of merge conflicts from occurring and even if a merge conflict did occur, it will not take much time and effort to fix the merge conflict as the changes made to the code is small.

Different version control software in the existing market

The three version control software available on the existing market that I have chosen are:

* Git
* Bazaar
* Apache Subversion (or also known as SVN)

All these version control software are available free to everyone and is open source but each version control software provides different features to its users. For Git, it is known to have super-fast and efficient performance when compared side by side with the other two version control software. For Bazaar, it allows the developers to work with or without a central server. For SVN, it supports atomic commits, where either all edit, or changes made to the master copy are applied or none are applied and this helps to prevent data corruption in the database.

Git

Advantages:

* Available on multiple platforms
* A powerful version control software and easy to maintain
* Changes made on codes can be easily tracked
* Fast operational speed and more efficient.

Disadvantages:

* More complicated and larger history log is harder to understand
* Timestamp preservation is not supported.
* Linux has more support compared to windows

Bazaar

Advantages:

* Directories tracking is supported well in Bazaar
* Plugin system is easier to understand and use
* High storage efficiency and speed
* Available on multiple platforms

Disadvantages:

* Does not support cloning
* Does not support Timestamp preservation

SVN

Advantages:

* Easier to set up and administer
* Have better windows support unlike in Git
* Has a benefit of good GUI tools like TortoiseSVN
* Integrates well with Windows.

Disadvantages:

* Does not record down the time of when a file is modified
* Does not manage the filename normalization properly
* SVN uses centralized version control system so this mean one person is only allowed to edit their code at a time.
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